Lab 4: Introduction to MPI

It’s important to understand that MPI is HUGE, it’s solidly the most important API in HPC

There are hundreds of constructs available in MPI, we’re going to look at maybe… 4. The level of depth you get to in MPI is up to you if you want to do this.

MPI is up to version 4 (experimental) and 3.2/3.3 (stable), and has been around since the 1990s, but really the whole thing builds on itself, so we are mostly interested in the early features that let you do message passing for parallel algorithms, the more advanced features are more for optimising real code.

1. First Step: You will need to install MPI

sudo apt install mpich

sudo apt-get install openmpi-bin openmpi-common libopenmpi-dev libgtk2.0-dev

You’ll need a program:

|  |
| --- |
| /\* Compile command line with:  mpicxx Lab4MPI.cpp -o lab4 run with:  mpirun -np 4 ./lab4  \*/  // NOTE THIS IS A C Program not a C++ one, not that it matters much.  #include <mpi.h>  #include <stdio.h>  int main**(**int argc**,** char**\*\*** argv**)** **{**  // Initialize the MPI environment  MPI\_Init**(NULL,** **NULL);**  // Get the number of processes  int world\_size**;**  MPI\_Comm\_size**(**MPI\_COMM\_WORLD**,** **&**world\_size**);**  // Get the rank of the process  int world\_rank**;**  MPI\_Comm\_rank**(**MPI\_COMM\_WORLD**,** **&**world\_rank**);**  // Get the name of the processor  char processor\_name**[**MPI\_MAX\_PROCESSOR\_NAME**];**  int name\_len**;**  MPI\_Get\_processor\_name**(**processor\_name**,** **&**name\_len**);**  // Print off a hello world message  printf**(**"Hello world from processor %s, rank %d out of %d processors\n"**,**  processor\_name**,** world\_rank**,** world\_size**);**  // Finalize the MPI environment.  MPI\_Finalize**();**  **return** 0**;**  **}** |

Compile and run:

mpicxx Lab4MPI.cpp -o lab4  
mpirun -np 4 ./lab4

Notice that to take advantage of MPI requires using the specific MPI compiler and to invoke the program with an MPI runtime

So what was wrong with that program? First, every thread does the same thing, second it does in random order, third, there’s not really much of a message being passed.

1. Let’s start with the last one – messages. MPI relies on MPI\_Send and MPI\_Recv to well, send and receive messages.

|  |
| --- |
| /\*  If needed you might need to export the version specific path to the mpi and openmpi binaries, I think the updated installation on ubuntu fixes this but hard to know. That’s why we do labs!  export PATH=$PATH:/usr/mpich-3.4/bin  export PATH=$PATH:/usr/lib64/openmpi/bin  run with  [sri@localhost HPC]$ mpicxx Lab4MPI0.cpp -o lab4p2  [sri@localhost HPC]$ mpirun -np 4 ./lab4p2  \*/  // NOTE THIS IS A C Program not a C++ one, not that it matters much.  //the only difference is in how the printf works vs a cout  #include <mpi.h>  #include <stdio.h>  #include <stdlib.h>  #include <string.h>  int main**(**int argc**,** char**\*\*** argv**)** **{**  // Initialize the MPI environment  MPI\_Init**(NULL,** **NULL);**  /\*  int rank, size;  MPI\_Init(&argc, &argv);  MPI\_Comm\_rank(MPI\_COMM\_WORLD, &rank);  MPI\_Comm\_rank(MPI\_COMM\_WORLD, &size);  \*/  int world\_size**;**  MPI\_Comm\_size**(**MPI\_COMM\_WORLD**,** **&**world\_size**);**  // Get the rank of the process  int world\_rank**;**  MPI\_Comm\_rank**(**MPI\_COMM\_WORLD**,** **&**world\_rank**);**  /\* sri fixing some variable messes  rank = world\_rank;  size = world\_size;  \*/  int message**[**2**];**  int dest**,** src**;**  int tag**=**0**;**  MPI\_Status status**;**  **if** **(**world\_size **==**1**){**  printf**(**"requires more than one process"**);**  MPI\_Finalize**();**  **}**  **if** **(**world\_rank **!=**0**)**  **{**  message**[**0**]** **=** world\_rank**;**  message**[**1**]** **=** world\_size**;**  dest **=**0**;**  MPI\_Send**(**message**,** 2**,** MPI\_INT**,** dest**,** tag**,** MPI\_COMM\_WORLD**);**  **}**  **else**  **{**  **for** **(**src**=**1**;** src**<** world\_size**;** src**++)**  **{**  MPI\_Recv**(**message**,** 2**,** MPI\_INT**,** src**,** MPI\_ANY\_TAG**,** MPI\_COMM\_WORLD**,** **&**status**);**  printf**(**"Hello from Process %d of %d\n"**,** message**[**0**],** message**[**1**]);**  **}**  **}**  MPI\_Finalize**();**  **return** 0**;**  **}** |

That loops in order, only because it traverses the messages in order. But nothing actually guarantees the ordering (also note that it’s process 0 that’s printing off the other processes)

4. MPI reduction

Note that there are many built in reduction operations (see the textbook table 8.2)

So, we want to gather all of the results and traverse them in order.   
  
Note that below is an application found both in the text and numerous locations on the web, it’s an example of a monte carlo method for approximating pie, and is based on:

<https://computing.llnl.gov/tutorials/mpi/#Exercise1>

|  |
| --- |
| #include <mpi.h>  int main **(** int argc**,** char **\*\***argv **)**  **{**  int n**,** i**,** pool\_size**,** my\_rank**;**  double mypi**,** pi**,** h**,** sum**,** x**,** a**;**  MPI\_Init**(NULL,** **NULL);**  /\* MPI\_Init(&argc, &argv);  MPI\_Comm\_size(MPI\_COMM\_WORLD, &pool\_size);  MPI\_Comm\_rank(MPI\_COMM\_WORLD, &my\_rank);  \*/  // int pool\_size;  MPI\_Comm\_size**(**MPI\_COMM\_WORLD**,** **&**pool\_size**);**  // Get the rank of the process  // int my\_rank;  MPI\_Comm\_rank**(**MPI\_COMM\_WORLD**,** **&**my\_rank**);**  static const int ROOT **=** 0**;** //MPI::ROOT;  **if** **(**my\_rank **==** ROOT**)** **{**  printf**(**"Enter the number of intervals: "**);**  scanf**(**"%d"**,&**n**);**  **if** **(**n**==**0**)** n**=**100**;**  **}**  MPI\_Bcast**(&**n**,** 1**,** MPI\_INT**,** ROOT**,** MPI\_COMM\_WORLD**);**  h **=** 1.0 **/** **(**double**)** n**;**  sum **=** 0.0**;**  **for** **(**i **=** my\_rank **+** 1**;** i **<=** n**;** i **+=** pool\_size**)** **{**  x **=** h **\*** **((**double**)**i **-** 0.5**);**  sum **+=** 4.0 **/** **(**1.0 **+** x**\***x**);**  **}**  mypi **=** h **\*** sum**;**  MPI\_Reduce**(&**mypi**,** **&**pi**,** 1**,** MPI\_DOUBLE**,** MPI\_SUM**,** ROOT**,**  MPI\_COMM\_WORLD**);**  **if** **(**my\_rank **==** ROOT**)** printf**(**"\npi is approximately %.16f\n"**,** pi**);**  MPI\_Finalize**();**  **return** 0**;**  **}** |

mpicxx Lab4GatherAll.cpp -o lab4GA

![](data:image/png;base64,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)

Forcing ordering:

If you need (for some reason) to force the ordering on MPI it’s actually non trivial.

<https://stackoverflow.com/questions/17570996/mpi-printing-in-an-order>

Basically, what you do is send everything to a specific node, which then needs to buffer it and print in order.

Somewhat outside of scope for a lab.

Lab for today:

Given a 2D array:

int sample\_array[4][5] = {

{50, 55, 62, 70, 85},

{35, 42, 45, 47, 49},

{32, 33, 36, 37, 38},

{25, 30, 30, 35, 30},

}

Broadcast that to each node (obviously the more correct way to do this is to only send the part you want) every node.

Have each thread (4 of them) sum up the results and reduce the result back.

Here is some code to get you started (it generates a random array)

|  |
| --- |
| #include "mpi.h"  #include <stdio.h>  #include <stdlib.h>  // taken from https://stackoverflow.com/questions/18945129/mpi-broadcasting-2d-array  // as an interesting starting point for our problem.  int main**(**int argc**,** char**\*\*** argv**)**  **{**  int procNum**,** procRank**;**  int m**,**n**;**  int sumProc **=** 0**,** sumAll **=** 0**;**  int**\*\*** arr**;**  MPI\_Status status**;**  /\*  MPI\_Init ( &argc, &argv );  MPI\_Comm\_size ( MPI\_COMM\_WORLD, &procNum );  MPI\_Comm\_rank ( MPI\_COMM\_WORLD, &procRank );  \*/    MPI\_Init**(NULL,** **NULL);**  MPI\_Comm\_size**(**MPI\_COMM\_WORLD**,** **&**procNum**);**  MPI\_Comm\_rank**(**MPI\_COMM\_WORLD**,** **&**procRank**);**      **if** **(**procRank **==** 0**)**  **{**  printf**(**"Type the array size \n"**);**  scanf**(**"%i %i"**,** **&**m**,** **&**n**);**  **}**  MPI\_Bcast**(&**m**,** 1**,** MPI\_INT**,** 0**,** MPI\_COMM\_WORLD**);**  MPI\_Bcast**(&**n**,** 1**,** MPI\_INT**,** 0**,** MPI\_COMM\_WORLD**);**  // This bit creates the array    /\*    // this works but creates the array on the stack.  int sample\_array[4][5] = {  {50, 55, 62, 70, 85},  {35, 42, 45, 47, 49},  {32, 33, 36, 37, 38},  {25, 30, 30, 35, 30},    in CPP there are a couple of 'right' ish ways to do this:  the syntactically correct but slow system is:    int\*\* a = new int\*[rowCount];  for(int i = 0; i < rowCount; ++i)  a[i] = new int[colCount];  is workable syntax    But then you need to delete everything at the end in a good program    for(int i = 0; i < rowCount; ++i) {  delete [] a[i];  }  delete [] a;  Beyond the scope of today, a much faster way is to make one big memory blob -  int \*ary = new int[sizeX\*sizeY];  // ary[i][j] is then rewritten as  ary[i\*sizeY+j]    https://stackoverflow.com/questions/936687/how-do-i-declare-a-2d-array-in-c-using-new      }    \*/  arr **=** **new** int**\*[**m**];**  **for** **(**int i **=** 0**;** i **<** m**;** i**++)**  arr**[**i**]** **=** **new** int**[**n**];**  **if** **(**procRank **==** 0**)**  **{**  //HPC Lab 4 This generates a random array, you want to replace this with your own static array.  //  **for** **(**int i **=** 0**;** i **<** m**;** i**++)**  **{**  **for** **(**int j **=** 0**;** j **<** n**;** j**++)**  **{**  arr**[**i**][**j**]** **=** rand**()** **%** 30**;**  printf**(**"%i "**,** arr**[**i**][**j**]);**  **}**  printf**(**"\n"**);**  **}**  **}**  //MPI\_Bcast(&arr[0][0], m\*n, MPI\_INT, 0, MPI\_COMM\_WORLD);  // this bit broadcasts the array to each node  **for** **(**int i **=** 0**;** i **<** m**;** i**++)**  MPI\_Bcast**(**arr**[**i**],** n**,** MPI\_INT**,** 0**,** MPI\_COMM\_WORLD**);**    // you need two lines of code here to sum the array (rows and columns)    sumProc **+=** 1**;**  MPI\_Reduce**(&**sumProc**,&**sumAll**,**1**,**MPI\_INT**,**MPI\_SUM**,**0**,**MPI\_COMM\_WORLD**);**      **if** **(**procRank **==** 0**)**  **{**  printf**(**"sumAll = %i \n"**,** sumAll**);**  **}**  **delete** **\***arr**;**  MPI\_Finalize**();**  **return** 0**;**  **}** |